Session 18

Assignment 3

|  |  |
| --- | --- |
| **Prepared For:** | AcadGild |
|  |  |
| **Document Approval:** | **AcadGild** |
|  |  |
|  |  |
|  |  |
|  |  |
| **Project Title:** | Session 18 – Assignment 3 |
|  |  |
| **Prepared By:** | Duncan Burgess |
|  |  |
|  | dburgess@duncb.com |
|  |  |
| **Primary Engineer:** | Duncan Burgess |
|  |  |
| **Document Reference:** | **Session 18 – Assignment 3** |
|  |  |
| **Start Date:** | 18/10/2017 |
|  |  |
|  |  |

![](data:image/png;base64,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)

# 

# Contents

[Contents 2](#_Toc496186126)

[Change History 3](#_Toc496186127)

[1. Problem Statement 4](#_Toc496186128)

[2. Datasets 4](#_Toc496186129)

[3. Solution 5](#_Toc496186130)

[4. Results 7](#_Toc496186131)

# Change History

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Document Revision** | **Date** | **Authored By** | **Authorised By** | **Sections Affected** | **Reason for Change** |
| Rev 01 | 19/10/2017 | Duncan Burgess |  | All | Initial release. |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

# Problem Statement

* Considering age groups of < 20 , 20-35, 35 > ,Which age group spends the most amount of money travelling.
* What is the amount spent by each age-group, every year in travelling?

Using the datasets below:

# Datasets

**S18\_Dataset\_Holidays.txt**

1,CHN,IND,airplane,200,1990

2,IND,CHN,airplane,200,1991

3,IND,CHN,airplane,200,1992

4,RUS,IND,airplane,200,1990

5,CHN,RUS,airplane,200,1992

6,AUS,PAK,airplane,200,1991

7,RUS,AUS,airplane,200,1990

8,IND,RUS,airplane,200,1991

9,CHN,RUS,airplane,200,1992

10,AUS,CHN,airplane,200,1993

1,AUS,CHN,airplane,200,1993

2,CHN,IND,airplane,200,1993

3,CHN,IND,airplane,200,1993

4,IND,AUS,airplane,200,1991

5,AUS,IND,airplane,200,1992

6,RUS,CHN,airplane,200,1993

7,CHN,RUS,airplane,200,1990

8,AUS,CHN,airplane,200,1990

9,IND,AUS,airplane,200,1991

10,RUS,CHN,airplane,200,1992

1,PAK,IND,airplane,200,1993

2,IND,RUS,airplane,200,1991

3,CHN,PAK,airplane,200,1991

4,CHN,PAK,airplane,200,1990

5,IND,PAK,airplane,200,1991

6,PAK,RUS,airplane,200,1991

7,CHN,IND,airplane,200,1990

8,RUS,IND,airplane,200,1992

9,RUS,IND,airplane,200,1992

10,CHN,AUS,airplane,200,1990

1,PAK,AUS,airplane,200,1993

5,CHN,PAK,airplane,200,1994

**S18\_Dataset\_User\_Details.txt**

1,mark,15

2,john,16

3,luke,17

4,lisa,27

5,mark,25

6,peter,22

7,james,21

8,andrew,55

9,thomas,46

10,annie,44

**S18\_Dataset**\_Transport.txt

airplane,170

car,140

train,120

ship,200

# Solution

I have deliberately commented and printed out all steps for enhanced learning

**Code written**

**package** com.duncb.spark

**import** org.apache.spark.\_

**import** org.apache.spark.SparkContext.\_

**import** org.apache.log4j.\_

**object** holiday3 {

/\*\* A function that splits a line of input into (userID,src,dest,travelMode,distance,yearOfTravel) tuples. \*/

**def** travelInfo(line: *String*) = {

// Split by commas

**val** fields = line.split(",")

**val** userID = fields(0).toInt

**val** src = fields(1).toString

**val** dest = fields (2).toString

**val** travelMode = fields (3).toString

**val** distance = fields (4).toInt

**val** yearOfTravel =fields(5).toInt

// Create a tuple that is our result.

(userID,src,dest,travelMode,distance,yearOfTravel)

}

/\*\* A function that splits a line of input into (userID,name and age) tuples. \*/

**def** userInfo(line: *String*) = {

// Split by commas

**val** fields = line.split(",")

**val** userID = fields(0).toInt

**val** userName = fields(1).toString

**val** age = fields (2).toInt

// Create a tuple that is our result.

(userID,userName,age)

}

/\*\* A function that splits a line of input into (transport,cost) tuples. \*/

**def** transportInfo(line: *String*) = {

// Split by commas

**val** fields = line.split(",")

**val** transport = fields(0).toString

**val** cost = fields (1).toInt

// Create a tuple that is our result.

(transport,cost)

}

**def** main(args: Array[*String*]) {

// Set the log level to only print errors

Logger.getLogger("org").setLevel(Level.ERROR)

// Create a SparkContext using every core of the local machine

**val** sc = **new** SparkContext("local[1]", "holidayData")

// Load each line of the source data into an holidaysRDD

**val** linesH = sc.textFile("file:///N:/Datasets/S18\_Dataset\_Holidays.txt")

**val** holidaysRDD = linesH.map(travelInfo)

// Load each line of the source data into a usersRDD

**val** linesU = sc.textFile("file:///N:/Datasets/S18\_Dataset\_User\_Details.txt")

**val** usersRDD = linesU.map(userInfo)

// Load each line of the source data into a transportRDD

**val** linesT = sc.textFile("file:///N:/Datasets/S18\_Dataset\_Transport.txt")

**val** transportRDD = linesT.map(transportInfo)

**val** ut1 = holidaysRDD.map(x=> (x.\_1,x.\_4))

**val** ua1 = usersRDD.map(x=>(x.\_1,x.\_3))

// Create RDD with the 2 columns required

println(" Assignment 18.3 Problem 1")

//join RDD's on columns required

**val** ags1 = ua1.join(ut1).map(x=>(x.\_2.\_2,x.\_2.\_1)).join(transportRDD).map(x=> (x.\_2.\_1,x.\_2.\_2))

ags1.foreach(println)

println ("-----------------------------------------------------")

**val** ags2 = ags1.groupByKey().map(x=>(x.\_1,x.\_2.sum))

ags2.foreach(println)

println ("-----------------------------------------------------")

//Find total spend for the age groups

**val** ags3 =ags2.map(x=> **if**(x.\_1<20) x.\_2.toInt).filter(x => x!=()).map(x=> x.asInstanceOf[Int]).sum

**val** ags4 =ags2.map(x=> **if**(x.\_1>20 && x.\_1<=35) x.\_2.toInt).filter(x => x!=()).map(x=> x.asInstanceOf[Int]).sum

**val** ags5 =ags2.map(x=> **if**(x.\_1>35) x.\_2.toInt).filter(x => x!=()).map(x=> x.asInstanceOf[Int]).sum

println (ags3)

println (ags4)

println (ags5)

**val** ags6 = List((" Less than 20 years old ",ags3),(" Between 20 and 35 years old ",ags4),(" Older than 55 years old",ags5)).sortBy(x=> -x.\_2).take(1)

println ("-----------------------------------------------------")

println ("The age group that spends the most is " + ags6)

println(" Assignment 18.3 Problem 2")

//obtain columns required and join

**val** ut2 = holidaysRDD.map(x=>(x.\_1,(x.\_4,x.\_6)))

**val** ua2 = usersRDD.map(x=> (x.\_1,x.\_3))

**val** sagy1=ut2.join(ua2).map(x=>(x.\_2.\_1.\_1,(x.\_2.\_1.\_2,x.\_2.\_2))).join(transportRDD).map(x=>x.\_2)

//total spend for age and year

**val** sagy2=sagy1.groupByKey.map(x=>((x.\_1.\_2,x.\_1.\_1),x.\_2.sum))

sagy2.foreach(println)

//filter age ranges and obtain total sum per year

**val** sagy3 = sagy2.filter(x=> x.\_1.\_1 <20).map(x=>(x.\_1.\_2,x.\_2)).groupByKey.map(x=>(x.\_1,x.\_2.sum)).sortBy(x=> x.\_1)

**val** sagy4 = sagy2.filter(x=> x.\_1.\_1 >20 && x.\_1.\_1<=35).map(x=>(x.\_1.\_2,x.\_2)).groupByKey.map(x=>(x.\_1,x.\_2.sum)).sortBy(x=> x.\_1)

**val** sagy5 = sagy2.filter(x=> x.\_1.\_1 >35).map(x=>(x.\_1.\_2,x.\_2)).groupByKey.map(x=>(x.\_1,x.\_2.sum)).sortBy(x=> x.\_1)

println ("-----------------------------------------------------")

//Display the results

println("Amount spent by people younger than 20 years old's in the years shown")

sagy3.foreach(println)

println("Amount spent by people between 20 and 35 years old in the years shown")

sagy4.foreach(println)

println("Amount spent by people older than 55 years old in the years shown")

sagy5.foreach(println)

}

}

# Results

Using Spark's default log4j profile: org/apache/spark/log4j-defaults.properties

Assignment 18.3 Problem 1

(27,170)

(27,170)

(27,170)

(15,170)

(15,170)

(15,170)

(15,170)

(22,170)

(22,170)

(22,170)

(17,170)

(17,170)

(17,170)

(21,170)

(21,170)

(21,170)

(46,170)

(46,170)

(46,170)

(55,170)

(55,170)

(55,170)

(44,170)

(44,170)

(44,170)

(25,170)

(25,170)

(25,170)

(25,170)

(16,170)

(16,170)

(16,170)

-----------------------------------------------------

(15,680)

(21,510)

(16,510)

(55,510)

(22,510)

(25,680)

(46,510)

(27,510)

(17,510)

(44,510)

-----------------------------------------------------

1700.0

2210.0

1530.0

-----------------------------------------------------

The age group that spends the most is List(( Between 20 and 35 years old ,2210.0))

Assignment 18.3 Problem 2

((17,1993),170)

((55,1990),170)

((44,1993),170)

((16,1993),170)

((22,1993),170)

((46,1991),170)

((27,1990),340)

((17,1992),170)

((22,1991),340)

((25,1991),170)

((46,1992),340)

((17,1991),170)

((55,1991),170)

((55,1992),170)

((44,1990),170)

((25,1992),340)

((27,1991),170)

((15,1990),170)

((44,1992),170)

((21,1990),510)

((16,1991),340)

((15,1993),510)

((25,1994),170)

-----------------------------------------------------

Amount spent by people younger than 20 years old's in the years shown

(1990,170)

(1991,510)

(1992,170)

(1993,850)

Amount spent by people between 20 and 35 years old in the years shown

(1990,850)

(1991,680)

(1992,340)

(1993,170)

(1994,170)

Amount spent by people older than 55 years old in the years shown

(1990,340)

(1991,340)

(1992,680)

(1993,170)